2022.06.08 바이너리 파일 vs 메모리 데이터 속도

int 1000만개를 바이너리 파일에서 읽어오는 속도와 ranges::copy를 통해 기존 메모리에 있는 데이터를 복사하는 속도를 비교함.

![](data:image/png;base64,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)

결과는 메모리에서 copy하는 것이 훨씬 빨랐다. 물론 백그라운드 프로그램이나 캐시의 영향이 있을 수 있더라도 유의미하게 차이가 있는것 같다. 같은 객체를 여러개 만들때 표준이 되는 객체를 미리 만들어 놓고 그것을 깊은복사하는 것이 파일로 부터 새로 읽어서 만드는 것보다 효율적일 것이라 예상됨. (대신 오브젝트를 저장하기 위한 메모리가 추가로 들 수 밖에 없음)

2022.06.20 다형성 복습

Animal <- Dog <- Retriever 의 상속관계를 갖는 클래스가 있다.

Animal\* retriever = new Retriever();

retriever->Print();

를 수행했을때 Animal\* 이지만 오버라이딩된 Retriever::Print()함수가 수행된다.

2022.06.27 이동할당을 정의하지 않았는데 R-value Reference를 넘겨준다면?

Dog a(10);

Dog b;

b = move(a);

\*b.pNum = 5;

cout << "a의 num" << \*a.pNum << "\n";

cout << "b의 num" << \*b.pNum << "\n";

다음과 같이 수행 하였을 때 b = move(a); 에서 이동 할당 연산자가 정의되어 있지 않다면 복사 할당 연산자가 호출된다. 만약 복사 할당 연산자마저 정의되어 있지 않다면 default(얕은 복사)가 호출된다.

즉, move함수를 통해 우측값 래퍼런스를 넘겨 줄때 " 이동 할당 > 복사 할당 > 얕은 복사(default) " 의 우선순위를 가진다.

2022.08.06 상속관계 클래스에서의 virtual 함수와 스마트 포인터

//shared\_ptr<Scene> spScene(new ShopScene);

Scene\* pScene(new ShopScene);

pScene->Animate();

pScene->Animate2();

delete pScene;

기본 생성자의 경우 virtual을 붙이지 않고 자식 클래스에서 알아서 조상 클래스들의 생성자도 자동으로 호출되고, 소멸자의 경우 일반 포인터 사용시 virtual을 붙이지 않을 경우 자식 클래스의 소멸자까지는 호출되지 않아 가상함수임을 명시해야 하지만, 스마트 포인터의 경우 virtual을 붙이지 않아도 자식 클래스까지 소멸자가 호출이 되었다.

그래도 스마트 포인터를 사용하더라도 우리는 소멸자에 virtual을 명시해주기로 결정했다. 멤버 함수의 경우에는 virtual을 붙이지 않을 경우 자식 클래스의 멤버 함수가 호출이 되지 않고, 붙일 경우 소멸자와 다르게 부모 클래스의 멤버함수는 호출 되지 않고, 자식 클래스의 멤버 함수만 호출 된다. 둘 다 호출하고 싶다면 자식 클래스 멤버함수 내에서 부모 클래스 함수도 따로 호출해주어야 한다.